arXiv:cs/0006046v1 [cs.DS] 30 Jun 2000

3-Coloring in Time©(1.3289")

Richard Beigel David Eppstei

Univ. of lllinois, Chicago Univ. of California, Irvine

Abstract

We consider worst case time bounds for NP-complete prohlechaling 3-SAT, 3-coloring,
3-edge-coloring, and 3-list-coloring. Our algorithms &@sed on a constraint satisfaction
(CSP) formulation of these problems. 3-SAT is equivalen®@)-CSP while the other prob-
lems above are special caseq8f2)-CSP; there is also a natural duality transformation from
(a,b)-CSP to(b, a)-CSP. We give a fast algorithm f@B, 2)-CSP and use it to improve the
time bounds for solving the other problems listed above. @uahniques involve a mixture
of Davis-Putnam-style backtracking with more sophistdanatching and network flow based
ideas.

1 Introduction

There are many known NP-complete problems including sugloitant graph theoretic problems as
coloring and independent sets. Unless P=NP, we know thablyag@mial time algorithm for these
problems can exist, but that does not obviate the need te stwdvn as efficiently as possible, indeed
the fact that these problems are hard makes efficient digasifor them especially important.

We are interested in this paper in worst case analysis ofitigts for 3-coloring, a basic NP-
complete problem. We will also discuss other related proBléncluding 3-SAT, 3-edge-coloring
and 3-list-coloring.

Our algorithms for these problems are based on the followimple idea: to find a solution
to a 3-coloring problem, it is not necessary to choose a doloeach vertex (giving something
like O(3") time). Instead, it suffices to only partially solve the peohl by restricting each vertex
to two of the three colors. We can then test whether the pai@tion can be extended to a
complete coloring in polynomial time (e.g. as a 2-SAT insgn This idea applied naively already
gives a simpleD(1.5") time randomized algorithm; we improve this by taking adeget of local
structure (if we choose a color for one vertex, this resribe colors of several neighbors at once).
It seems likely that our idea of only searching for a part@lton can be applied to many other
combinatorial search problems.

If we perform local reductions as above in a 3-coloring peatl we eventually reach a situation
in which some uncolored vertices are surrounded by partialored neighbors, and we run out of
good local configurations to use. To avoid this problem, \&adlate our 3-coloring problem to one
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that also generalizes the other problems listed abowestraint satisfactior(CSP). In an(a, b)-
CSP instance, we are given a collectiomafariables, each of which can be given onadifferent
colors. However certain color combinations are disallowséd also have input a collection af
constraints each of which forbids one coloring of sorhduple of variables. Thus 3-satisfiability is
exactly (2, 3)-CSP, and 3-coloring is a special casg &f2)-CSP in which the constraints disallow
adjacent vertices from having the same color.

As we show,(a, b)-CSP instances can be transformed in certain interestidgiseful ways: in
particular, one can transfor@a, b)-CSP into(b,a)-CSP and vice versa, one can transfdianb)-
CSP into(max(a, b), 2)-CSP, and in anya, 2)-CSP instance one can eliminate variables for which
only two colors are allowed, reducing the problem to a smalhe of the same form. Because of this
ability to eliminate partially colored variables immediBtrather than saving them for a later 2-SAT
instance, we can solve(8, 2)-CSP instance without running out of good local configuratio

Our actual algorithm solveg3, 2)-CSP by applying such reductions only until we reach in-
stances with a certain simplified structure, which can thesdived in polynomial time as an in-
stance of graph matching. We further improve our time boandjfaph 3-vertex-coloring by using
methods involving network flow to find a large set of good laealuctions which we apply before
treating the remaining problem ag& 2)-CSP instance. And similarly, we solve 3-edge-coloring
by using graph matching methods to find a large set of good tedactions which we apply before
treating the remaining problem as a 3-vertex-coloringainee.

1.1 New Results

We show the following:

e A (3,2)-CSP instance witm variables can be solved in worst case tif€1.3645"), inde-
pendent of the number of constraints. We also give a verylsimgmdomized algorithm for
solving this problem in expected tint@(n®Y2"?2) ~ 0(1.4142").

e A (d,2)-CSP instance witin variables andl > 3 can be solved by a randomized algorithm
in expected time)((0.451&1)").

e 3-coloring in a graph oh vertices can be solved in tim@(1.3289"), independent of the
number of edges in the graph.

¢ 3-list-coloring (graph coloring given a list at each vertdxhree possible colors chosen from
some larger set) can be solved in tif¥¢1.3649'), independent of the number of edges.

e 3-edge-coloring in an-vertex graph can be solved in tinﬂa(zn/z), again independent of the
number of edges.

o 3-satisfiability of a formula with 3-clauses can be solved in tindn®) 4 1.3643), inde-
pendent of the number of variables or 2-clauses in the famul

Except where otherwise specifiaddenotes the number of vertices in a graph or variables in
a SAT or CSP instance, while denotes the number of edges in a graph, constraints in an CSP
instance, or clauses in a SAT problem.



1.2 Related Work

There is a growing body of papers on worst case analysis okitighs for NP-hard problems.
Several authors have described algorithms for maximunmpienigent setd|[2] §,112,]41] 24] p9, 30;
the best of these is Robson[s|[24], which takes tifi{@.2108"). Others have described algorithms
for Boolean formula satisfiability|[4=1LD,}1[4)15] L8, [[9,R%.26[2B]; the best of these satisfiability
algorithms are Schoning’s, which solves 3-SAT in expedtett O((4/3)") [R8], and Hirsch’s,
which solves SAT in time)(1.239") [L0].

For three-coloring, we know of several relevant referentesvler [17] is primarily concerned
with the general chromatic number, but he also gives thevatg very simple algorithm for 3-
coloring: for each maximal independent set, test whettectimplement is bipartite. The maximal
independent sets can be listed with polynomial defaly [11], taere are at most'& such sets[[30],
so this algorithm takes tim@(1.4422"). Schiermeyei[[37] gives a complicated algorithm for solv-
ing 3-colorability in time?®(1.415"), based on the following idea: if there is one vertesf degree
n — 1 then the graph is 3-colorable i@ — v is bipartite, and the problem is easily solved. Other-
wise, Schiermeyer performs certain reductions involviraximal independent sets that attempt to
increase the degree Gfwhile partitioning the problem into subproblems, at leas of which will
remain solvable. OuP(1.3289") bound significantly improves both of these results.

There has also been some related work on approximate ostiewicoloring algorithms. Blum
and Karger [4] show that any 3-chromatic graph can be colaigdO(n®14) colors in polynomial
time. Alon and Kahale[J1] describe a technique for coloriagdom 3-chromatic graphs in expected
polynomial time, and Petford and Weldh][23] present a raridednalgorithm for 3-coloring graphs
which also works well empirically on random graphs althotiygy prove no bounds on its running
time. Finally, Vlasie [31] has described a class of instanghich are (unlike random 3-chromatic
graphs) difficult to color.

Very recently, Schonind [28] has described a simple andgpfavrandomized algorithm fok-
SAT and more general constraint satisfaction problemd#,direg the CSP instances that we use in
our solution of 3-coloring. However, fqd, 2)-CSP, Schoning notes that his method is not as good
as a randomized approach based on an idea from our previatereoce papef][3]: simply choose
a random pair of values for each variable and solve the iegutSAT instance in polynomial time.
The table below compares the resultify2)" bound with our new results; an entry with valen
columnd indicates a time bound @ (x") for (d, 2)-CSP.

d=3 |d=4 |d=5 |d=6
Schoning [28]| 1.5 2 2.5 3
New results 1.3645| 1.8072| 2.2590| 2.7108

We were unable to locate prior work on worst case edge cgo®ince any 3-edge-chromatic
graph has at mosti32 edges, one can transform the problem to 3-vertex-col@inige expense of
increasingn by a factor of 32. If we applied our vertex coloring algorithm we would thest gme
0(1.5319") which is significantly improved by the bound stated above.

It is interesting that, historically, until the work of Sahiing [28], the time bounds for 3-coloring
have been smaller than those for 3-satisfiability (in terfnthe number of vertices or variables
respectively). Schoning'®((4/3)") bound for 3-SAT reversed this pattern by being smaller than
the previous?(1.3443") bound for 3-coloring from our 1995 conference pagér [3]. Phesent
work restores 3-coloring to a smaller time bound than 3-SAT.
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Figure 1: Examplé3, 2)-CSP instance with five variables and twenty constrainfg) (iend a solu-
tion of the instance (right).

Figure 2: Example 3-coloring instance (left) and tranekainto a(3, 2)-CSP instance (right).

2 Constraint Satisfaction Problems

We now describe a common generalization of satisfiability gmaph coloring as aonstraint sat-
isfaction problem(CSP) [1p[2B]. We are given a collection mfzariables, each of which has a list
of possible colors allowed. We are also given a collectiomafonstraintsconsisting of a tuple of
variables and a color for each variable. A constraisiiisfiedby a coloring if not every variable in
the tuple is colored in the way specified by the constraint.videld like to choose one color from
the allowed list of each variable, in a way not conflictingwdiny constraints.

For instance, 3-satisfiability can easily be expressedigfthm. Each variable of the satisfia-
bility problem may be colored (assigned the value) eithe (T) or false(F). For each clause like
(x1 VX2 V —X3), we make a constrairitvy, F), (v2, F), (v3, T)). Such a constraint is satisfied if and
only if at least one of the corresponding clause’s termaus. tr

In the (a, b)-CSPproblem, we restrict our attention to instances in whichheaariable has at



(X1 VX2V —X3)

Figure 3: Translation from 3-SAT (a2, 3)-CSP) to(3, 2)-CSP.

mosta possible colors and each constraint involves at nbogriables. The CSP instance con-
structed above from a 3-SAT instance is the2,8)-CSP instance, and in fact 3-SAT is easily seen
to be equivalent t@2, 3)-CSP.

In this paper, we will concentrate our attention instead &12)-CSP and 4, 2)-CSP. We can
represent &d, 2)-CSP instance graphically, by interpreting each variabla gertex containing up
tod possible colors, and by drawing edges connecting incolvipatairs of vertex colors (Figufg¢ 1).
Note that this graphical structure is not actually a graghtha edges connect colors within a vertex
rather than the vertices themselves. However, graph 3atality and graph 3-list-colorability can
be translated directly to a form ¢8, 2)-CSP: we keep the original vertices of the graph and their
possible colors, and add up to three constraints for each efipe graph to enforce the condition
that the edge’s endpoints have different colors (Fiure 2).

Of course, since these problems are all NP-complete, tluettod NP-completeness provides
translations from one problem to the other, but the traimsiatabove are size-preserving and very
simple. We will later describe more complicated transtaifrom 3-coloring and 3-edge-coloring
to (3,2)-CSP in which the input graph is partially colored beforatirgg the remaining graph as an
CSP instance, leading to improved time bounds over our p&ie &gorithm.

As we now show(a, b)-CSP instances can be transformed in certain interestihgsetful ways.
We first describe a form of duality that transforifes b)-CSP instances int(h, a)-CSP instances,
exchanging constraints for variables and vice versa.

Lemma 1 If we are given ar{a, b)-CSP instance, we can find an equivalémta)-CSP instance in
which each constraint of th@, b)-CSP instance corresponds to a single variable of the t@anséd
problem, and each constraint of the transformed problemiesponds to a single variable of the
original problem.

Proof: An assignment of colors to the origin@l, b)-CSP instance’s variables solves the problem if
and only if, for each constraint, there is at least one PAIC) in the constraint that does not appear
in the coloring. In our transformed problem, we choose om@bke per original constraint, with
the colors available to the new variable being these g&ir€) in the corresponding constraint in
the original problem. Choosing such a pair in a coloring ef tfansformed problem is interpreted
as ruling outC as a possible color fo¥ in the original problem. We then add constraints to our
transformed problem to ensure that for e&tthere remains at least one color that is not ruled out:
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Figure 4:(3,2)-CSP instance with a two-color variable (left) and reducetiaince after application
of Lemma[P (right).

we add one constraint for eaaktuple of colors of new variables—recall that each suchcisl@a
pair (V, C)—such that all colors in tha-tuple involve the same original variableand exhaust alll
the choices of colors fov. O

This duality may be easier to understand with a small exan#sealiscussed above, 3-SAT is es-
sentially the same &, 3)-CSP, so Lemmf 1 can be used to translate 3-SAB,2)-CSP. Suppose
we start with the 3-SAT instande VV Xo V —X3) A (—X1 VX3V Xq) A (X1 V =X V —X4). Then we make
a(3,2)-CSP instance (Figufg 3) with three variablgsone for each 3-SAT clause. Each variable
has three possible color§l, 2, 3) for v;, (1,3, 4) for v, and(1, 2,4) for v3. The requirement that
valueT or F be available to corresponds to the constrair{s, 1), (vo, 1)) and((vo, 1), (v3,1));
we similarly get constraint§(vi, 2), (v3,2)), ((v1,3), (v2,3)), and((vz,4), (v3,4)). One possible
coloring of this(3, 2)-CSP instance would be to coler 1, v, 3, andvs 4; this would give satisfying
assignments in whicky andxz areT, x4 is F, andx, can be eitheil or F.

We can similarly translate afa, a)-CSP instance into afg, 2)-CSP instance in which each
variable corresponds to either a constraint or a variabid, each constraint forces the variable
colorings to match up with the dual constraint colorings; amdt the details as we do not use this
construction in our algorithms.

3 Simplification of CSP Instances

Before we describe our CSP algorithms, we describe somatisitis in which the number of vari-
ables in an CSP instance may be reduced with little compuialtieffort.

Lemma 2 Let v be a variable in ar{a, 2)-CSP instance, such that only two of the a colors are
allowed at v. Then we can find an equivaléat2)-CSP instance with one fewer variable.

Proof: Let the two colors allowed at be R and G. Define conflictC) to be the set of pairs
{(u,A) : ((u,A),(v,C)) is a constraint. We then include confliB) x conflictG) to our set of
constraints.



Any pair ((u,A), (w, B)) € conflict(R) x conflict(G) does not reduce the space of solutions to
the original problem since if botfu, A) and (w, B) were present in a coloring there would be no
possible color left fon. Conversely if all such constraints are satisfied, one otwhecolors for
v must be available. Therefore we can now find a smaller eqrivgdroblem by removing, as
shown in Figurg]4.0

When we apply this variable elimination scheme, the numb&oonstraints can increase, but
there can exist onI(/an)2 distinct constraints, which in our applications will be aaghpolynomial.

Lemma 3 Let(v, X) and(w, Y) be (variable,color) pairs in aifa, 2)-CSP instance, such that¥ w
the only constraints involving these pairs are either of them ((v, X), (w,Z)) with Y # Z, or
((v,2),(w,Y)) with X # Z. Then we can find an equivalefg, 2)-CSP instance with two fewer
variables.

Proof: Itis safe to choose the colofg, X) and(w, Y), since these two choices do not conflict with
each other nor with anything else in the CSP instarige.

Lemma 4 Let(v,R) and(v, B) be (variable,color) pairs in arfa, 2)-CSP instance, such that when-
ever the instance contains a constraff¥, R), (w, X)) it also contains a constraint(v, B), (w, X)).
Then we can find an equivalefd, 2)-CSP instance with one fewer variable.

Proof: Any solution involving(v, B) can be changed to one involvirig, R) without violating any
additional constraints, so it is safe to remove the optiocotdring v with color B. Once we remove
this option,v is restricted to two colors, and we can apply Len{na2.

Lemma5 Let(v,R) be a (variable,color) pair in arfa, b)-CSP instance that is not involved in any
constraints. Then we can find an equivaléatb)-CSP instance with one fewer variable.

Proof: We may safely assign colétto v and remove it from the instancel

Lemma 6 Let (v,R) be a (variable,color) pair in ar(a, 2)-CSP instance that is involved in con-
straints with all three color options of another variable When we can find an equivalefd, b)-
CSP instance with one fewer variable.

Proof: No coloring of the instance can uée R), so we can restrict to the remaining two colors
and apply Lemmp]20

We say that a CSP instance in which none of Lemls 2—6 appliedticed

4 Simple Randomized CSP Algorithm

We first demonstrate the usefulness of Lenfiina 2 by describirgyesimple randomized algorithm
for solving (3, 2)-CSP instances in expected tirg2"/2n® (1))

Lemma 7 If we are given &3,2)-CSP instance |, then in random polynomial time we can find an
instance | with two fewer variables, such that ffis solvable then so is I, and if | is solvable then
with probability at Ieast% sois /.



Figure 5: Randomized3, 2)-CSP algorithm: constraint(v, R), (w,R)) (left) and four equally-
likely two-color restrictions in which exactly one of therigbles may still use coldr (right).

Proof. If no constraint exists, we can solve the problem immediat@therwise choose some
constraint((v, X), (w, Y)). Rename the colors if necessary so that ho#mdw have available the
same three colorR, G, andB, and so thaX = Y = R. Restrict the colorings of andw to two
colors each in one of four ways, chosen uniformly at randamfthe four possible such restrictions
in which exactly one of andw is restricted to color& andB (Figure[b). Then it can be verified by
examination of cases that any valid coloring of the problemains valid for exactly two of these
four restrictions, so with probabilit% it continues to be a solution to the restricted problem. Now
apply Lemmd]2 and eliminate botrandw from the problem.O

Corollary 1 In expected time(2"/?2n®™) we can find a solution to &3, 2)-CSP instance if one
exists.

Proof: We perform the reduction abovg2 times, taking polynomial time and giving probability

at least 2"/2 of finding a correct solution. If we repeat this method untiicdution is found, the
expected number of repetitions 2. O

5 Faster CSP Algorithm

We now describe a more complicated method of solMiBR)-CSP instances deterministically
with the somewhat better time bound ©f1.36443'). More generally, our algorithm can actually
handle(4, 2)-CSP instances. Anf@, 2)-CSP instance can be transformed in{@&)-CSP instance
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Figure 6: Isolated constraint between two three-coloralmeis (left) can be replaced by a single
four-color variable (right).

by expanding each of its four-color variables to two threlcvariables, each having two of the
original four colors, with a constraint connecting the dhéolor of each new variable (Figufg 6).
Therefore, the natural definition of the “size” of(4,2)-CSP instance i® = n3 + 2n4, where
n; denotes the number of variables witkolors. However, we instead define the size tonbe
Nz + (2 — €)ng, wheree ~ 0.095543 is a constant to be determined more precisely lateany
case, the size of @, 2)-CSP instance remains equal to its number of variables,ysb@md on the
running time of our algorithm in terms ofapplies directly tq3, 2)-CSP.

The basic idea of our algorithm is to find a set of local confijons that must occur within any
(4,2)-CSP instancé, such that any instance containing such a configuration eaelaced by a
small number of smaller instances.

In more detail, for each configuration we describe a set oflsmiastanced; of size|l| — r;
such thatl is solvable if and only if at least one of the instantes solvable. If one particular
configuration occurred at each step of the algorithm, thislevtead to a recurrence of the form

T(n) =Y T(n—rj)+poly(n) = O(A(ry,r2,...)"

for the worst-case running time of our algorithm, where tasdl(r1,ro, . ..) of the exponent in the
running time is the largest zero of the functigix) = 1— > x~"i (such a function is not necessarily
a polynomial because thrg will not necessarily be integers). We call this valug1,r5,...) the
work factorof the given local configuration. The overall time bound Wwa\" where) is the largest
work factor among the configurations we have identified. Vhlse\ will depend on our previous
choice ofe; we will choosee in such a way as to minimize.

5.1 Single Constraints and Multiple Adjacencies

We first consider local configurations in which some (vaeatilor) pair is incident on only one

constraint, or has multiple constraints to the same vagialdtirst, suppose that (variable,color)
pair (v, R) is involved in only a single constrairitv, R), (w, R)). If this is also the only constraint

involving (w, R), we call it anisolated constraintOtherwise, we call it @angling constraint

Lemma 8 Let((v,R), (w, R)) be an isolated constraint in g, 2)-CSP instance, and let< 0.545
Then the instance can be replaced by smaller instances woitk factor at most\(2 — €, 3 — ¢).

Proof: If vandw are both three-color variables, then the instance can lmeexbif and only if
we can color the instance formed by replacing them with asifaur-color variable, in which the

9



Figure 7: Isolated constraint between three-color and-¢olor variable (left) can be replaced by
two instances with size smaller by-2¢ (right top) and 3- ¢ (right bottom).

Figure 8: Dangling constraint: a choice with one constrawntiere the second choice in the con-
straint is also constrained by a third variable. We choodgeeto use or not use that second color.

four colors are the remaining choices foandw other tharR (Figure[§). Thus in this case we can
reduce the problem size laywith no additional work.

Otherwise, if there exists a coloring of the given instartbere exists one in which exactly one
of v andw is given colorR. Suppose first that has four colors whilav has only three. Thus we
can reduce the problem to two instances, in one of wiNcR) is used (sov is removed from the
problem, andw, R) is removed as a choice for variable allowing us to remove the variable by
Lemma[P) and in the other of whidtw, R) is used (Figurg]7). The first subproblem has its size
reduced by 3- ¢ since both variables are removed, while the second’s siredisced by 2- ¢
sincew is removed whilev loses one of its colors but is not removed. Thus the work faisto
A(2 —€,3 — €). Similarly, if both are four-color variables, the work facis A\(3 — 2¢,3 — 2¢). For
the given range of, this second work factor is smaller than the first.

Lemma9 Let((v,R), (w,R)) be a dangling constraint in a reducéd, 2)-CSP instance. Then the
instance can be replaced by smaller instances with worlofattmost\(2 — ¢, 3 — ¢).

Proof: The second constraint féw, R) can not involvev, or we would be able to apply Lemnfia 4.
We choose either to use colfw, R) or to restrictw to avoid that color (Figur] 8). If we use color
(w, R), we eliminate choicév, R) and another choice on the other neighbowoff we avoid color
(w, R), we may safely use coldw, R).
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Figure 9: Implication fromv, R) to (w, R), such tha{w, R) has two distinct neighbors. Restricting
w eliminatesv andw (top right) while assigningv color R eliminates three variables (bottom right).

In the worst case, the other neighbor(ef, R) has four colors, so removing one only reduces
the problem size by + ¢. There are four cases depending on the number of colovsaafiw:
If both have three colors, the work factorig2,3 — ¢). If only v has four colors, the work factor
is A(3 — €,3 — 2¢). If only w has four colors, the work factor i§(2 — €,4 — 2¢). If both have
four colors, the work factor i8(3 — 2¢,4 — 3¢). These factors are all dominated by the one in the
statement of the lemmal

Lemma 10 Suppose areduced, 2)-CSP instance includes two constraints sucli(&sR), (w, B))
and ((v, R), (w, G)) that connect one color of variable v with two colors of vatalw, and lete <
0.4. Then the instance can be replaced by smaller instancesweitk factor at mos (2—e, 3—2¢).

Proof: We assume that the instance has no color choice with onlygéestonstraint, or we could
apply one of Lemmaf 8 anfdl 9 to achieve the given work factor.

We say tha{v, R) implies (w, R) if there are constraints frorfv, R) to every other color choice
of w. If the target(w, R) of an implication is not the source of another implicatioment using
(w, R) eliminatesw and at least two other colors, while avoidiy, R) forces us to also avoid
(v, R) (Figure[9). Thus, in this case we achieve work factor eith@ — ¢,3 — 2¢) if w has three
color choices, oA(2 — 2¢,4 — 3e) if it has four.

If the target of every implication is the source of anothleerntwe can find a cycle of colors each
of which implies the next in the cycle (Figufe]10). If no otlwenstraints involve colors in the cycle
(as is true in the figure), we can use them all, reducing thbleno by the length of the cycle for
free. Otherwise, letv, R) be a color in the cycle that has an outside constraint. If vegus), we
must use the colors in the rest of the cycle, and eliminatéuwgable,color) pair outside the cycle
constrained byv, R). If we avoid (v, R), we must also avoid the colors in the rest of the cycle. The
maximum work factor for this case 2,3 — ¢), and arises when the cycle consists of only two
variables, both of which have only three allowed colors.
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Figure 10: Cycle of implications.

Finally, if the situation described in the lemma exists withforming any implication, thew
must have four color choices, exactly two of which are cased by(v, R). In this case restricting
w to those two choices reduces the size by at least?d, while restricting it to the remaining two
choices reduces the size by-2, again giving work facton(2 — €,3 — 2¢). O

5.2 Highly Constrained Colors

We next consider cases in which choosing one color for a blari@iminates many other choices,
or in which adjacent (variable,color) pairs have differeaimbers of constraints.

Lemma 11 Suppose a reduce@!, 2)-CSP instance includes a color p&iv, R) involved in three
or more constraints, where v has four color choices, or a g&iR) involved in four or more
constraints, where v has three color choices. Then therigstaan be replaced by smaller instances
with work factor at mosA(1 — ¢,5 — 4e).

Proof: We can assume from Lemrpg 10 that each constraint confie@sto a different variable.
Then if we choose to use colfr, R), we eliminatev and remove a choice from each of its neighbors,
either eliminating them or reducing their number of choifresn four to three. If we don't use
(v,R), we eliminate that color only. So¥fhas four choices, the work factor is at magt — ¢,5 —

4e), and if it has three choices and four or more constraintswiir& factor is at mosh (1,5 — 4e).

O

Lemma 12 Suppose a reduce@, 2)-CSP instance includes a (variable,color) pdw, R) with
three constraints, one of which connects it to a variabldiaur color choices, and let < 0.3576
Suppose also that none of the previous lemmas applies. Tieemdtance can be replaced by
smaller instances with work factor at mos3 — ¢,4 — ¢,4 — ¢).

Proof: For convenience suppose that the four-color neighbowj®). We can assumg@v, R) has
only two constraints, else it would be covered by a previeansma.
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Figure 11: Cases for Lemnja]12v,R) and (w, R) either have disjoint neighbors (left) or form a
triangle (right).

Then, if (v,R) and (w, R) do not form a triangle with a third (variable,color) pair g&re[1lL,
left), we choose either to use or avoid colerR). If we use(v,R), we eliminatev and the three
adjacent color choices. If we avoi#l, R), we create a dangling constraint(at R), which we have
seen in Lemm@ 9 allows us to further subdivide the instantle work factor\(3 — ¢,3 — 2¢) in
addition to the elimination of. Thus, the overall work factor in this caseN§4 — ¢, 4 — 2¢, 4 — 3¢).

On the other hand, suppose we have a triangle of constraintetl by(v, R), (w,R), and a
third (variable,color) paifx, R), as shown in Figurg 11, right. Thém, R) and(x, R) are the only
choices constrainingw, R), so if (v, R) and(x, R) are both not chosen, we can safely choose to use
color (w, R). Therefore, we make three smaller instances, in each ofhwhé&choose to use one
of the three choices in the triangle. We can assume from tb@qurs cases thdv, R) has only
three choices, and further its third neighbor (other tharR) and(x, R)) must also have only three
choices or we could apply the previous case of the lemma. dmibrst case(x, R) has only two
constraints and has only three color choices. Therefore, the size of thersigms formed by
choosing(v, R), (w, R), and(x, R) is reduced by at least4 ¢, 4 — ¢, and 3— e respectively, leading
to a work factor of\(3 — €,4 — ¢,4 — ¢). If insteadx has four color choices, we get the better work
factor A\(4 — 2¢,4 — 2¢,4 — 2¢).

For the given range df, the largest of these work factorsié3 — e¢,4 — e, 4 —¢). O

Lemma 13 Suppose a reduce@, 2)-CSP instance includes a (variable,color) pdw, R) with
three constraints, one of which connects it to a variabldhwito constraints. Suppose also that
none of the previous lemmas applies. Then the instance cegplaEed by smaller instances with
work factor at mosmax{A(1+ ¢,4), (3,4 —€,4)}.

Proof: Let (w,R) be the neighbor with two constraints. Note that (since tleipus lemma is
assumed not to apply) all neighbors(efR) have only three color choices.

First, supposév, R) and(w, R) are not part of a triangle of constraints (Figlirg 12, top)effh
if we choose to use colqiv, R) we eliminate four variables, while if we avoid using it we ate
a dangling constraint ofw, R) which we further subdivide into two more instances accaydn
Lemma[p. Thus, the work factor in this case\i8, 4 — ¢, 4).
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Figure 12: Cases for Lemn{a]13. Tofw, R) and (w, R) do not form a triangle; avoidingv, R)
produces a dangling constraint. Bottom I€ft; R) and(w, R) are part of a triangle with two triply-
constrained colors; choosing each triangle vertex givek fextor \(3, 4, 4). Bottom right: (v, R)
and (w, R) are part of a triangle with two doubly-constrained colongiding (v, R) produces an
isolated constraint.

Second, suppose thét, R) and (w, R) are part of a triangle with a third (variable,color) pair
(x, R), and thatx, R) has three constraints (Figyrg 12, bottom left). Then (asérptevious lemma)
we may choose to use one of the three choices in the triareglelting in work factor\(3, 4, 4).
Finally, suppose thatv, R), (w,R), and (x,R) form a triangle as above, but thét,R) has
only two constraints (Figurg L2, bottom right). Then if weooke to us€v, R) we eliminate four
variables, while if we avoid using it we create an isolatedstraint betweefw, R) and(x, R). Thus
in this case the work factor i5(1 + ¢,4). O

If none of the above lemmas applies to an instance, then edghahoice in the instance must
have either two or three constraints, and each neighborapfcthoice must have the same number
of constraints.

5.3 Triply-Constrained Colors

Within this section we assume that we hav@l&)-CSP instance in which none of the previous re-
duction lemmas applies, so any (variable,color) pair mash@olved in exactly as many constraints
as each of its neighbors.

We now consider the remaining (variable,color) pairs tlaehthree constraints each. Define a
three-componertb be a subset of such pairs such that any pair in the subsmtrigcted to any other
by a path of constraints. We distinguish two such types offmmments: amall three-componelig
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Figure 13: The two possible small three-components with8.

one that involves only four distinct variables, whildaage three-componentwvolves five or more
variables. Note that we can assume by the previous lemmtedhbh variable in a component has
only three color choices.

Lemma 14 Let C be a small three-component involving k (variable,Qopairs. Then k must be a
multiple of four, and each variable involved in the compdriers exactly k4 pairs in C.

Proof: Letv andw be variables in a small compone@t Then each (variable,color) pair
from variablev has exactly one constraint to a distinct (variable,col@iy from variablew, so the
numbers of pairs fromr equals the number of pairs from The assertions that each variable has
the same number of pairs, and that the total number of paasnsltiple of four, then follow. O

We say that a small three-componentj@dif k = 4 in the lemma above.

Lemma 15 Let C be a small three-component that is not good. Then thianos can be replaced
by smaller instances with work factor at mog#, 4, 4).

Proof: A component withk = 12 uses up all color choices for all four variables. Thus we
may consider these variables in isolation from the rest efitlstance, and either color them all (if
possible) or determine that the instance is unsolvable.

The remaining small components have- 8. Such a component may be drawn with the four
variables at the corners of a square, and the top, left, ghtipairs of edges uncrossed (Figlrg 13).
If only the center two pairs were crossed, we would actuadlyehtwok = 4 components, and
if any other two or three of the remaining pairs were crosseel,could reduce the number of
crossings in the drawing by swapping the colors at one of gr@bles. Thus, the only possible
small components witk = 8 are the one with all six pairs uncrossed, and the one with omé
pair crossed.

The first of these allows all four variables to be colored asm@aved, while in the other case
there exist only three maximal subsets of variables thabearolored. (In the figure, these three sets
are formed by the bottom two vertices, and the two sets forbyeemoving one bottom vertex).
We split into instances by choosing to color each of theseimmealxsubsets, eliminating all four
variables in the component and giving work fackg4, 4,4). O

Define awitnessto a large three-component to be a set of five (variable r@lairs with five
distinct variables, such that there exist constraints foora pair to three others, and from at least
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Figure 14: Cases for Lemnja]1fz R) is constrained by one neighbor @f R) forming a triangle
with a second neighbor (top left), one neighbor not part ofiangle (top right), two neighbors
(bottom left), or three neighbors (bottom right).

one of those three to the fifth. By convention we (geR) to denote the first paitw, R), (x, R),
and(y, R) to denote the pairs connected by constraints/t&), and(z, R) to be the fifth pair in the
witness.

Lemma 16 Every large three-component has a witness.

Proof: Choose some arbitrary pdin, R) as a starting point, and perform a breadth first search in
the graph formed by the pairs and constraints in the compohen(z R) be the first pair reached
by this search whereis not one of the variables adjacent(in R), let (v, R) be the grandparent
of (z R) in the breadth first search tree, and let the other three pairthe neighbors ofv, R).
Then it is easy to see thét, R) and its neighbors must use the same four variablés,& and its
neighbors, whilez by definition uses a different variablél

Lemma 17 Suppose that &4,2)-CSP instance contains a large three-component. Then the in
stance can be replaced by smaller instances with work faaitarost\ (4,4, 5, 5).
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Proof: Let (v,R), (W,R), (x,R), (y,R), and(z,R) be a witness for the component. Then we
distinguish subcases according to how many of the neightfqiz R) are pairs in the witness.

1. If (z R) has a constraint with only one pair in the witness, 8ayR), then we choose either
to use colorn(z,R) or to avoid it. If we use it, we eliminate some four variabléswe avoid
it, then we causéw, R) to have only two constraints. (v, R) is also constrained by one of
(x,R) or (y,R), we then have a triangle of constraints (Fig[re 14, top.l&fe can assume
without loss of generality that the remaining constraiwinirthis triangle does not connect
to a different color of variable, for if it did we could instead use the same five variables
in a different order to get a witness of this form. We thenHartsubdivide into three more
instances, in each of which we choose to use one of the pding itmiangle, as in the second
case of Lemm@ 13. This gives overall work facig#, 4,5, 5).

On the other hand, ifv,R) and (w, R) are not part of a triangle (Figufe]14, top right), then
(after avoiding(z, R)) we can apply the first case of Lemind 13 again achieving the sark
factor.

2. If (z R) has constraints with two pairs in the witness (Figurge 14tdootleft), then choos-
ing to use(z, R) eliminates four variables and caugesR) to dangle, while avoidindz, R)
eliminates a single variable. The work factor is tin{g, 6, 7).

3. If (z R) has constraints with all three ¢#v, R), (y, R), and(z R) (Figure[1#, bottom right),
then choosing to usg, R) also allows us to usés, R), eliminating five variables. The work
factor isA(1,5).

The largest of the three work factors arising in these castifirst oneA(4,4,5,5). O

5.4 Doubly-Constrained Colors

As in the previous section, we defingvao-componento be a subset of (variable,color) pairs such
that each has two constraints, and any pair in the subsemnisected to any other by a path of
constraints. A two-component must have the form of a cycleags, but it is possible for more than
one pair in the cycle to involve the same variable. We disiiisiy two such types of components:
asmall two-componeris one that involves only three pairs, whildeage two-componeritivolves
four or more pairs.

Lemma 18 Suppose a reduce@, 2)-CSP instance includes a large two-component, and lst
0.287. Then the instance can be replaced by smaller instanceswuith factor at mosi\(3, 3,5).

Proof: We split into subcases:

1. Suppose the cycle passes through five consecutive digéinables, sayv, R), (w, R), (x,R),
(y,R), and(z R). We can assume that, if any of these five variables has foor cbbices,
then this is true of one of the first four variables. Any catgrithat does not use both, R)
and(y, R) can be made to use at least one of the two cdm®R) or (x, R) without violating
any of the constraints. Therefore, we can divide into thrggosoblems: one in which we
use(w, R), eliminating three variables, one in which we UgeR), again eliminating three
variables, and one in which we use b@thR) and(y, R), eliminating all five variables. If all
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five variables have only three color choices, The work fastsulting from this subdivision
is A\(3,3,5). If some of the variables have four color choices, the wodtdiais at most
A3 —¢€,4— €,5— 2¢), which is smaller for the given range af

2. Suppose two colors three constraints apart on a cycla@pédthe same variable; for instance,
the sequence of colors may be R), (w,R), (x,R), (v,G). Then any coloring can be made
to use one ofw, R) or (x, R) without violating any constraints. If we form one subprabli
which we us€w, R) and one in which we usg, R), we get work factor at most(3—e¢,3—«)
(the worst case occurring when onhhas four color choices).

3. Any long cycle which does not contain one of the previous swbcases must pass through
the same four variables in the same order one, two, or thresstilf it passes through two or
three times, all four variables may be safely colored usoigrs from the cycle, reducing the
problem with work factor one. And if the cycle has length dkafour, we may choose one
of two ways to use two diagonally opposite colors from thdeygiving work factor at most
A(4,4).

For the given range af, the largest of these work factors)g3, 3,5). O

5.5 Matching

Suppose we have @, 2)-CSP instance to which none of the preceding reduction lesrapalies.
Then, every constraint must be part of a good three-companresn small two-component. As we
now show, this simple structure enables us to solve the réngaproblem quickly.

Lemma 19 If we are given g4, 2)-CSP instance in which every constraint must be part of a good
three-component or a small two-component, then we can galveletermine that it is not solvable
in polynomial time.

Proof: We form a bipartite graph, in which the vertices correspanthé variables and components
of the instance. We connect a variable to a component by amiétigere is a (variable,color) pair
using that variable and belonging to that component.

Since each pair in a good three-component or small two-coemtas connected by a constraint
to every other pair in the component, any solution to theamst can use at most one (variable,color)
pair per component. Thus, a solution consists of a set ofavax;color) pairs, covering each vari-
able once, and covering each component at most once. In tdrthe bipartite graph constructed
above, this is simply a matching. So, we can solve the probleosing a graph maximum matching
algorithm to determine the existence of a matching that rsosk the variables.O

5.6 Overall CSP Algorithm

This completes the case analysis needed for our result.
Theorem 1 We can solve an§B, 2)-CSP instance in tim&(\(4,4,5,5)") ~ 0(1.36443).

Proof: We employ a backtracking (depth first) search in a state spawsisting of(3, 2)-CSP
instances. At each point in the search, we examine the dwstate, and attempt to find a set of
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smaller instances to replace it with, using one of the redademmas above. Such a replacement
can always be found in polynomial time by searching for wasisimple local configurations in
the instance. We then recursively search each smallemitestia succession. If we ever reach an
instance in which Lemn{all9 applies, we perform a matchingrihgn to test whether it is solvable.

If so, we find a solution and terminate the search. If not, waktvack to the most recent branching
point of the search and continue with the next alternatiaaitpoint.

A bound of A" on the number of recursive calls in this search algorithmeneh is the maxi-
mum work factor occurring in our reduction lemmas, can bevg@ndoy induction on the size of an
instance. The work within each call is polynomial and doesaadl appreciably to the overall time
bound.

To determine the maximum work factor, we need to set a valu¢éhto parametee. We used
Mathematicao find a numerical value af minimizing the maximum of the work factors involving
¢, and found that foe ~ 0.095543 the work factor isz 1.36443~ \(4,4,5,5). Fore near this
value, the two largest work factors axé3 — ¢, 4 — ¢, 4 — ¢) (from Lemma[1R) and\(1 + ¢, 4) (from
Lemma[1B); the remaining work factors are below 1.36. The dpptimum value of is thus the one
forwhichA(3—¢,4—¢,4—¢) = A(1+¢,4).

As we now show, for this optimum A(3—¢,4—¢,4—¢€) = A(1+¢,4) = \(4,4,5,5), which
also arises as a work factor in Lemin& 17. Consider subdiyidiminstance of sizeinto one of size
n— (14 ¢) and another of size— 4, and then further subdividing the first instance into ssitsinces
of sizen—(14+¢)— (3—€),n—(1+¢€) —(4—¢),andn — (1 +¢) — (4 — €). This four-way
subdivision combines subdivisions of typél + ¢,4) andA\(3 — ¢,4 — ¢,4 — ¢€), so it must have
a work factor between those two values. But by assumptiosettwo values equal each other, so
they also equal the work factor of the four-way subdivisiahjch is justA(4,4,5,5). O

We use the quantity(4, 4, 5,5) frequently in the remainder of the paper, so we Age denote
this value. Theorerf] 1 immediately gives algorithms for sonme well known problems, some
of which we improve later. Of these, the least familiar i®likto belist k-coloring given at each
vertex of a graph a list df colors chosen from some larger set, find a coloring of the gohph
in which each vertex color is chosen from the correspondsidfll]].

Corollary 2 We can solve the 3-coloring and 3-list coloring problemsiinetO(A"), the 3-edge-
coloring problem in time?(A™), and the 3-SAT problem in tin@(A!),

Corollary 3 There is a randomized algorithm which finds the solution tp swivable(d, 2)-CSP
instance (with d> 3) in expected timé&((0.45181)").

Proof: Randomly choose a subset of four values for each variablepplg our algorithm to the
resulting(4, 2)-CSP problem. Repeat with a new random choice until finding\able (4, 2)-CSP
instance. The random restriction of a variable has proitylifd of preserving solvability so the
expected number of trials i&l/4)". Each trial takes tim@(A?~9") ~ 0(1.8072"). The total
expected time is therefo®((d/4)"1.8072"). O

6 Vertex Coloring

Simply by translating a 3-coloring problem intq 3 2)-CSP instance, as described above, we can
test 3-colorability in timeD(A"). We now describe some methods to reduce this time bound even
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Figure 15: Types of branch in a height-two tree (left-riglalub, stick, fork, broom.

Figure 16: Worst-case tree for 3-coloring algorithm: thieds.

further.

The basic idea is as follows: we find a small set of verties V(G) with a large seiN of
neighbors, and choose one of th& &olorings for all vertices irS. For each such coloring, we
translate the remaining problem tq#& 2)-CSP instance. The vertices $are already colored and
need not be included in thg®, 2)-CSP instance. The vertices Minow have a colored neighbor,
so for each such vertex at most two possible colors remagmetbre we can eliminate them from
the (3, 2)-CSP instance using Lemnfia 2. The remaining instancé& ha$V(G) — S— N| vertices,
and can be solved in tim@(AK) by Theoren{]1. The total time is thdg(3'SAK). By choosingS
appropriately we can make this quantity smaller tixA").

We can assume without loss of generality that all verticeS rave degree three or more, since
smaller degree vertices can be removed without changirg@ability.

As a first cut at our algorithm, choog€to be any set of vertices, no two adjacent or sharing a
neighbor, and maximal with this property. L¥étbe the set of neighbors &. We define a rooted
forest F coveringG as follows: let the roots oF be the vertices irX, let each vertex irY be
connected to its unique neighborXj and let each remaining vertexin G be connected to some
neighbor ofvin Y. (Such a neighbor must exist ercould have been added ¥). We let the set
Sof vertices to be colored consist of all ¥f together with each vertex ¥ having three or more
children inF.

We classify the subtrees Bfrooted at vertices il as follows (Figurg 15). If a vertexin Y has
no children, we call the subtree rootedvatclub. If v has one child, we call its subtreestick If it
has two children, we call its subtredak. And if it has three or more children, we call its subtree
abroom

We can now compute the total time of our algorithm by multipdytogether a factor of 3 for
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Figure 17: Cases for elimination of a triangle of degreed¢hvertices (left): add edge between two
neighbors and eliminate triangle (top right), or merge twmhbors and third triangle vertex into a
single supervertex (bottom right).

each vertex ir§ (that is, the roots of the trees Bfand of broom subtrees) and a factoriofor each
leaf in a stick or fork. We define theostof a vertex in a tred to be the producp of such factors
involving vertices ofT, spread evenly among the vertices-Fitontainsk vertices the cost ip!/K.
The total time of the algorithm will then b@(c") wherec is the maximum cost of any vertex. It
is not hard to show that this maximum is achieved in treesisting of three forks (Figur¢ 16),
for which the cost ig3(A)%)1/10 ~ 1.34488. Therefore we can three-color any graph in time
0(1.34488").

We can improve this somewhat with some more work.

6.1 Cycles of Degree-Three Vertices

We begin by showing that we can assume that our graph has mlsgteacture: the degree-three
vertices do not form any cycles. For if they do form a cycle,caa remove it cheaply as follows.

Lemma 20 Let G be a 3-coloring instance in which some cycle consisiig aindegree-three ver-
tices. Then we can replace G by smaller instances with watkofat most\(5, 6, 7,8) ~ 1.2433

Proof: Let the cycleC consist of vertices, o, .. ., k. We can assume without loss of generality
that it has no chords, since otherwise we could find a shoytee ¢n G; therefore eaclv; has a
unique neighbow; outside the cycle, although thrg need not be distinct from each other.

Note that, if anyw; andw;, ; are adjacent, the® is 3-colorable iffG \ C is; for, if we have a
coloring of G \ C, then we can colo€ by giving v;, 1 the same color as;, and then proceeding to
color the remaining cycle vertices in ordgr 2, Vi3, ..., Vk, V1, Vo, ..., Vj. Each successive vertex
has only two previously-colored neighbors, so there rematrieast one free color to use, until we
return tov;. When we colow;, all three of its neighbors are colored, but two of them hé&reesime
color, so again there is a free color.
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Figure 18: Cases for elimination of a long odd cycle of degheee vertices (left): add edge be-
tween two neighbors and eliminate cycle (top middle), mdvge neighbors, add edge to third

neighbor, and eliminate cycle (bottom middle), or merge¢hneighbors and reduce cycle length
by two (right).

As a consequence, @ has even length, theB is 3-colorable iffG \ C is; for if somew; and
w;1 are given different colors, then the above argument cahrevhile if all w; have the same
color, then the other two colors can be used in alternationratC.

The first remaining case is thiat= 3 (Figure[1J7, left). Then we divide the problem into two
smaller instances, by forcing; andw, to have different colors in one instance (by adding an edge
between them, Figufe L7 top right) while forcing them to héneesame color in the other instance
(by collapsing the two vertices into a single supervertegufe[17 bottom right). If we add an edge
betweenw; andw,, we may removeC, reducing the problem size by three. If we give them the
same color as each other, the instance is only colorablgisfalso given the same color, so we can
collapsevs into the supervertex and remove the other two cycle vertiggkicing the problem size
by four. Thus the work factor in this case)$3,4) ~ 1.2207.

If kis odd and larger than three, we form three smaller instaraeshown in Figurg 118. In
the first, we add an edge between andw,, and removeC, reducing the problem size by In
the second, we collapsg; andw,, add an edge between the new supervertexvajicand again
removeC, reducing the problem size y+ 1. In the third instance, we collapsg, w,, andwsa.
This forcesv, andvs to have the same color as each other, so we also collapsetthosertices
into another supervertex and remoxg reducing the problem size by four. For> 7 this gives
work factor at mosi\(4,7,8) ~ 1.1987. Fork = 5 the subproblem witim — 4 vertices contains a
triangle of degree-three vertices, and can be further sids into two subproblems of — 7 and
n — 8 vertices, giving the claimed work factor

Any degree-three vertices remaining after the applicatiothis lemma must form components
that are trees. As we now show, we can also limit the size cetlwes.

Lemma 21 Let G be a 3-coloring instance containing a connected sutiiseight or more degree-
three vertices. Then we can replace G by smaller instancswark factor at mosi\(2,5,6) ~
1.3247.
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Proof: Suppose the subset form&kaertex tree, and let be a vertex in this tree such that each
subtree formed by removinghas at mosk/2 vertices. Then, if5 is 3-colored, some two of the
three neighbors of must be given the same color, so we can split the instancdlirée smaller
instances, each of which collapses two of the three neigtibtw a single supervertex. This collapse
reduces the number of vertices by one, and allows the renobwa{since after the collapsehas
degree two) and the subtree connected to the third vertens We achieve work factox(a, b, c)
wherea+ b+ c = k+3 and maxa, b, c} < k/2. The worst case i8(2, 5, 6), achieved whek = 8
and the tree is a path

6.2 Planting Good Trees

We define abushy foresto be an unrooted forest within a given instance graph, shahdach
internal node has degree four or more (for an example, semghthree levels of Figurg P1). A
bushy forest isnaximalif no internal node is adjacent to a vertex outside the foresteaf has three
or more neighbors outside the forest, and no vertex outbigédrest has four or more neighbors
outside the forest. If a leaf does have three or more neighbors outside the forest, wel eald
those neighbors to the tree containmgroducing a bushy forest with more vertices. Similarly, if
a vertex outside the forest has four or more neighbors autbiel forest, we could extend the forest
by adding another tree consisting of that vertex and itshimigs.

As we now show, a maximal bushy forest must cover at least staonfraction of a 3-coloring
instance graph.

Lemma 22 Let G be a graph in which all vertex degrees are three or mong, ia which there is
no cycle of degree-three vertices, let F be a maximal busiegtfin G, and let r denote the number
of leaves in F. ThefG \ F| < 20r/3.

Proof: Divide G\ F into two subset andY, whereX consists of the vertices of degree four or
more andy consists of the degree-three vertices.

Let ma g denote the number of edges connecting 8edadB. Then each vertex iX must have
at least one edge connecting itk and at most three edges connecting itvfosomy g > |X|
andmy y < 3|X|. Further, to avoid cycles, each connected componeMtrimust form a tree, and
if such a component hdsvertices, it must hav& + 2 edges leaving it, ankl < 7 else we could
apply Lemma@l. Sany xuF > 9Y|/7. If 3|X| < 9]Y|/7, ME xuy = MEX + Mexuy — My >
9Y|/7—2|X| = 3IXUY|/10+ (69]Y|/70— 23 X|/10) > 3XUY|/10. And if 3X| > 9]Y|/7, then
againme xuy > me x > [X| > 31X U Y|/10.

However, each leaf ifr has at most two edges outsifie or F would not be maximal, so
‘XUY‘ < 10’n|:,ny/3 < 20’/3. d

6.3 Pruning Bad Trees

After finding a maximal bushy forest, we find a second forest in the remaining grapf® \ F, as
follows. Note that, due to the maximality &f each vertex irG \ F has at most three neighbors in
G\ F. We first choose a maximal sétof disjoint K1 3 subgraphs it \ F. Then, we increase the
size of T as much as possible by operations in which we removekgrdgrom T and form twoK 3
subgraphs from the remaining vertices.
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Figure 19: Use of maximum flow to find a good height-two fordstp: forestT of K, 3 subgraphs
and adjacent vertices . Top middle: flow graph and fractional flow formed by dividifigw
equally at each vertex iV. The edge capacities are all one, except for the top threehwdrie
respectively 5, 3, and 3. Bottom middle: maximum integer ffomthe same flow graph. Bottom:
height-two forest corresponding to the given integer flow.
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Let X denote the set of vertices @\ (TUF) that are adjacent to verticeskn By the maximality
of F, each vertex irF is adjacent to at most two verticesXn LetY = G\ (XU T U F) denote the
remaining vertices. By the maximality @f, each vertex irY is adjacent to at most two vertices in
X UY, and so must have a neighborTin SinceG \ F contains no degree-four vertices, each vertex
in T must have at most two neighborsYn As we now show, we can assign vertice¥ito trees in
T, extending each tree if to a tree of height at most two, in such a way that we do not famn a
tree with three forks, which would otherwise be the worsedas our algorithm.

Lemma23 Let F, T, X, and Y be as above. Then there exists a forest H githisvo trees with

three branches each, such that the vertices of H are exdutlsetof J Y, such that each tree in H
has at most five grandchildren, and such that any tree with dounore grandchildren contains at
least one vertex with degree four or more in G.

Proof: We first show how to form a séi’ of non-disjoint trees im U'Y, and a set of weights on
the grandchildren of these trees, such that each tree’sighéddren have weight at most five.

To do this, let each tree i’ be formed by one of thK; 3 trees inT, together with all possible
grandchildren inY that are adjacent to thi¢; 3 leaves. We assign each vertexYnunit weight,
which we divide equally among the trees it belongs to.

Then, suppose for a contradiction that some trée H' has grandchildren with total weight
more than five. Then, its grandchildren must form three foaksl at least five of its six grandchil-
dren must have unit weight; i.e., they belong only to tneéNote that each vertex i must have
degree three, or we could have added it to the bushy forestalais neighbors must be iIBU Y,
or we could have added it td. The unit weight grandchildren each have one neighbdr amd
two other neighbors itY. These two other neighbors must be one each from the two futherin
h, for, if to the contrary some unit-weight grandchildloes not have neighbors in both forks, we
could have increased the number of tree¥ ioy removingh and adding new trees rootedwénd
at the missed fork.

Thus, these five grandchildren each connect to two othedghéldren, and (since no grandchild
connects to three grandchildren) the six grandchildreettugy form a degree-two graph, that is, a
union of cycles of degree-three vertices. But after apglliemmal[2p taG, it contains no such
cycles. This contradiction implies that the weighthahust be at most five.

Similarly, if the weight ofh is more than three, it must have at least one fork, at leastinite
weight grandchild outside that fork, and at least one edgeecting that grandchild to a grandchild
within the fork. This edge together with a pathhifiorms a cycle, which must contain a high degree
vertex.

We are not quite done, because the assignment of grandarhildrtrees irH’ is fractional and
non-disjoint. To form the desired forekt, construct a network flow problem in which the flow
source is connected to a node representing eacht tre@ by an edge with capacity(t) = 5 if
t contains a high degree vertex and capaeity) = 3 otherwise. The node corresponding to tree
t is connected by unit-capacity edges to nodes corresponditige vertices irlY that are adjacent
to t, and each of these nodes is connected by a unit-capacitytedggéow sink. Then the frac-
tional weight system above defines a flow that saturates géisthto the flow sink and is therefore
maximum (Figurg 79, middle top). But any maximum flow problesith integer edge capacities
has an integer solution (Figufe] 19, middle bottom). Thisitsmh must continue to saturate the sink
edges, so each vertexYwill have one unit of flow to some treeand no flow to the other adjacent
trees. Thus, the flow corresponds to an assignment of veriticé to adjacent trees it such that
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Figure 20: Coloring a tree with two forks and one stick. If tine fork vertices are colored the
same (left), five neighbors (dashed) are restricted to tiargoleaving the two stick vertices for
the (3,2)-CSP instance. If the two forks are colored differently t)g they force the tree root to
have the third color, leaving only one vertex for {82)-CSP instance.

each tree is assigned at mesgt) vertices. We then simply let each treeHnconsist of a tree ifT
together with its assigned vertices\Xn(Figure[1D, bottom).O

6.4 Improved Tree Coloring

We now discuss how to color the trees in the height-two fddesbnstructed in the previous subsec-
tion. As in the discussion at the start of this section, wercsbme vertices (typically just the root)
of each tree irH, leave some vertices (typically the grandchildren) to be pBa later(3,2)-CSP
instance, and average the costs over all the vertices imeke However, we average the costs in
the following strange way: a cost df is assigned to any vertex with degree four or higheBjras

if it was handled as part of thg, 2)-CSP instance. The remaining costs are then divided equally
among the remaining vertices.

Lemma 24 Let T be a tree with three children and at most five grandchiddr Then T can be
colored with cost per degree-three vertex at m@4t%)1/7 ~ 1.3366

Proof: First, suppose thal has exactly five grandchildren. At least one vertexTdfas high
degree. Two of the childrexandy must be the roots of forks, while the third chitds the root of a
stick. We test each of the nine possible coloringg afdy. In six of the casess andy are different,
forcing the root to have one particular color (Fig{ir¢ 20htjg In these cases the only remaining
vertex after translation to @, 2)-CSP instance and application of Lemfha 2 will be the child b

in each such caske accumulates a further cost af In the three cases in whichandy are colored
the same (Figurf R0, left), we must also take an additiorbfaf A for zitself. One of these\
factors goes to a high degree vertex, while the remaining\gosplit among the remaining eight
vertices. The cost per vertex in this case is then at rfost3A)/8 ~ 1.3351.

If T has fewer than five grandchildren, we choose a color for tbeabthe tree as described at
the start of the section. The worst case occurs when the nuofigeandchildren is either three or
four, and is(3A%)Y/7 ~ 1.3366. O

6.5 The Vertex Coloring Algorithm
Theorem 2 We can solve the 3-coloring problem in tirg(23/493%/49A24/49)n) ~ 13289
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Figure 21: Partition of vertices into five groupsbushy forest rootsy other bushy forest internal
nodesy bushy forest leaves,vertices adjacent to bushy forest leaves, taegree-three vertices in
height-two forest.

Proof: As described in the preceding sections, we find a maximalybicsest, then cover the
remaining vertices by height-two trees. We choose coloreézh internal vertex in the bushy
forest, and for certain vertices in the height-two treesesdbed in Lemmf 24. Vertices adjacent
to these colored vertices are restricted to two colors, evtiie remaining vertices form @, 2)-
CSP instance and can be colored using our gerdra)-CSP algorithm. Lep denote the number

of vertices that are roots in the bushy foregtenote the number of non-root internal vertices;
denote the number of bushy forest leavedenote the number of vertices adjacent to bushy forest
leaves; and denote the number of remaining vertices, which must all lggesethree vertices in
the height-two forest (Figufe 21). Then the total time fa #igorithm is at most?29AS(3A3)/7,

We now consider which values of these parameters give thetwase for this time bound,
subject to the constraings g,r,s,t > 0,p+q+r +s+t=n, 4+ 2q < r (from the definition
of a bushy forest), 2> s (from the maximality of the forest), and 28 > s+t (Lemma[2p). We
ignore the slightly tighter constraipt> 1 since it only complicates the overall solution.

Since the work per vertex isandt is larger than that in the bushy forests, the time bound is
maximized whers andt are as large as possible; that is, wisent = 20r /3. Further since the work
per vertex insis larger than that i, sshould be as large as possible; thasis; 2r andt = 14r/3.
Increasingp or g and correspondingly decreasings, andt only increases the time bound, since we
pay a factor of 2 or more per vertex jnandq and at most\ for the remaining vertices, so in the
worst case the constrainp4- 2q < r becomes an equality.

It remains only to set the balance between paramptanslq. There are two candidate solutions:
one in whichq = 0, sor = 4p, and one in whiclp = 0, sor = 2g. In the former case =
p -+ 4p + 8p + 56p/3 = 95p/3 and the time bound isPA8P(3A3)8°/3 — 3LIP/3A\10 ~ 13287,

In the latter cas@ = q + 2q + 4q + 28q/3 = 49q/3 and the time bound is9244(3A3)%/3 —
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Figure 22: Replacement of five edges (left) by two constdhgages (right).

24349/3A80 ~ 1.3289". O

7 Edge Coloring

We now describe an algorithm for finding edge colorings ofiteuded graphs, using at most three
colors, if such colorings exist. We can assume without Idgpeaerality that the graph has vertex
degree at most three. Then< 3n/2, so by applying our vertex coloring algorithm to the linajjn
of G we could achieve time bound328%"2 ~ 1.5319". Just as we improved our vertex coloring
algorithm by performing some reductions in the vertex dapmodel before treating the problem
as a(3,2)-CSP instance, we improve this edge coloring bound by pmifay some reductions in
the edge coloring model before treating the problem as axexdloring instance.

The main idea is to solve a problem intermediate in gengrblitween 3-edge-coloring and
3-vertex-coloring: 3-edge-coloring with some added aamsts that certain pairs of edges should
not be the same color.

Lemma 25 Suppose a constrained 3-edge-coloring instance containsaonstrained edge con-
necting two degree-three vertices. Then the instance caediaced by two smaller instances with
three fewer edges and two fewer vertices each.

Proof: Let the given edge béw, x), and let its four neighbors b, w), (v,w), (X,y), and(x, z).
Then (w, x) can be colored only if its four neighbors together use twohefthree colors, which
forces these neighbors to be matched into equally colorgd jpeone of two ways. Thus, we can
replace the instance by two smaller instances: one in whieheplace the five edges by the two
edgedu,y) and(v, z), and one in which we replace the five edges by the two eflgesand(v, y);

in each case we add a constraint between the two new edges.

The reduction operation described in Lemimp 25 is depictétigare[2].

We letmg denote the number of edges with three neighbors in an urreamsdl 3-edge-coloring
instance, anan, denote the number of edges with four neighbors. Edges witbrf@eighbors can
be removed at no cost, so we can assume without loss of gignénat m = mg + my.
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Lemma 26 In an unconstrained 3-edge-coloring instance, we can findoilynomial time a set S
of my /3 edges such that Lemrhg 25 can be applied independently tceelgehin S.

Proof: Use a maximum matching algorithm in the graph induced by dgee with four neighbors.
If the graph is 3-colorable, the resulting matching musttaonat leastm,/3 edges. Applying
Lemma[2p to an edge in a matching neither constrains any ethgg in the matching, nor causes
the remaining edges to stop being a matchiny.

Lemma 27 mg = &n— ¢my.

Proof: Assign a charge of & to each vertex of the graph, and redistribute this chargalgto
each incident edge. Further assign an additioriélcharge to each four-neighbor edge. Then each
edge receives a unit charge, g+ my = m= (6/5)n + (1/5)my. Subtractingm, from both sides
yields the result.O

Theorem 3 We can 3-edge-color any 3-edge-colorable graph, in tn’mé”/ 2).

Proof: We apply Lemmé 26, resulting in a set 6123 constrained 3-edge-coloring problems each
having onlymgz edges. We then treat these remaining problems as 3-vestexrg problems on
the corresponding line graphs, augmented by additiona@sdgpresenting the constraints added
by Lemma[25. The time for this algorithm is thus at met..32892™/3). By Lemma[2J7, we
can rewrite this bound a9(1.3289"/°(2%/31.3289-4/5)™M). Since 2/31.3289°4/° > 1, this time
bound is maximized whem, is maximized, which occurs when, = 3n/2 andmg = 0. For this
value, all the work occurs within Lemn@l26, and gives theestdime bound.O
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